软件工程的所有的环节和步骤，都是有其对应的意义的，至少我讲的这个流程里是这样的。如果是那些比较老旧，虚头巴脑的一些东西，不好落地的，过于复杂一些东西，现在暂时这个阶段用不着的一些东西，我都没讲。

概要设计 -> 架构师必备能力，设计出来一套系统长什么样子的，跑起来大概是什么样子的

概要设计评审 -> 让前天team的架构师来把一下关，尽量避免你犯了什么大错

详细设计 -> 是你手下的小弟必备的能力，小弟必须得去对自己负责的那个模块或者子系统，完成对应的一个详细设计。

P7技术专家，架构师的角色，概要设计；P6高工，带1~3人的小团队，负责一个独立子系统的详细设计，也可能是某个子系统的概要设计；P5初中级的工程师，一般就是干活儿的主力，他们负责对某个小型子系统或者是子系统中的一些模块，完成对应的详细设计

你必须强力push你手下的小弟，把系统设计的非常详细，参照我们的详细设计规范来。详细设计文档，需要详细到什么程度呢？照着文档就可以写代码。

数据库、缓存、MQ -> 设计好；接口 -> 设计好；实现类图（面向对象设计的功底，设计模式运用的功底）-> 设计好；完成上面3个步骤之后，将每个功能的运行流程都设计出来，写一些文字，复杂的画一些活动图

当然，如果你的小弟水平很low，可能刚开始还是得你自己来设计详细设计文档，让小弟参照着文档来做。但是你必须得培养小弟可以独立完成一些模块的详细设计。

详细设计评审 -> 就是你作为架构师，你手下的小弟完成了所有的详细设计之后，你就需要开会，评审会议，你仔细看你每个小弟的设计文档，你需要结合着那个模块对应的业务需求，来仔细反复思考，他们的详细设计有没有什么地方会有问题的

1、数据库设计

你要重点看一看数据库里面的索引设计

我们在这里，因为是讲课，没必要将一些CRUD的一些东西讲的太细，可能耗时太长了，大量的时间可能带着大家在设计CRUD的一些东西

所以说我这里之前给大家讲过了，就是我们对数据库设计这块，就给出了ER模型，数据库的物理设计，没搞，索引，主键，外键，还没弄。因为现阶段比较简单，所以我们可以到一边开发的时候，一边根据我们写了什么SQL，来现场设计和增加索引。

但是在实际的项目中，必须要求你的小弟在这一块，在完成了数据库ER模型、接口、实现类、运行流程的设计之后，必须要结合自己要执行的SQL操作，完成数据库的物理索引的设计。

数据库的设计这块，一方面你是看一看表名、字段名的命名，备注，你是否看得懂；数据库ER实体之间的关系是否正确；数据库整个设计，凭自己的感觉去看看，有没有什么问题；看看每个表都建立了哪些索引，让召开评审的同学说一说每个索引的用处。

2、接口设计

主要不是架构师看的，同一个团队内部有互相调用关系的几个同学，互相之间要去看看对方的接口设计，能否满足自己的需求。包括，针对前端的接口，需要前端同学过来参加这个评审，让前端看看这个接口能否满足他的需求

我们之前为了讲课方便，所以对面向前端的接口，都没有设计，主要是面向前端的接口，大多数都是CRUD的一些操作，设计接口，需要耗费大量的精力来编写输入输出对的json格式。很麻烦，很浪费时间。

但是，在实际的项目中，肯定是要求你手下的小弟，必须将所有的接口都给设计好的。然后让要调用他的接口的同学来评审，看接口是否ok

3、开发架构

实现类图，你作为一个架构师，你需要去review你手下的小弟的类设计。

（1）面向对象的设计

也就是说，我们现在还都是一些比较简单的CRUD的一些操作，没有太多所谓的面向对象的设计，大多数可能给都是一些controller、service、dao、mapper的设计。

但是到了我们课程的项目后期，大量的复杂技术架构出来，面向对象的设计，就很重要。

如果这块没有做良好的面向对象的设计，最后写出来的代码基本上就是一坨屎。面向过程去设计，最后可能一个复杂的模块，就两三个类，每个类里面就几个方法，大量的业务逻辑耦合在了一个方法里面。最后一眼看过去，就是一个方法里面一坨屎。

面向对象是很重要的，如果你设计的好的话，那么你的代码的结构是很清晰的，代码是面向对象的，比如老鹰类，翅膀类，鸟巢类，天空类 -> 老鹰类组合了翅膀类，基于翅膀类去飞，平时基于鸟巢类去休息，可以飞到天空类里面去 -> 老鹰类里面有十几个方法，飞，休息

（2）设计模式的运用

跟面向对象的设计有关系的，很多时候你为了面向对象去设计，让代码有清晰的结构，就可能会用这个设计模式。

如果我们不用任何的设计模式，看起来就是一个类，这个类里有一堆的方法，每个方法有一堆恶心的逻辑。

命令模式+模板方法模式+工厂方法模式，在对应的操作过来的时候，我们就是去找对应的工厂创建一个对应的库存更新命令出来，执行这个库存更新的命令，这个库存更新命令会按照模板方法定义的模板，来依次执行多个步骤逻辑

我觉得很多同学所在的团队，或者是公司，哪怕有这一些流程，执行的也不一定很好。设计，不是写文档，设计就是设计，体现的是你的系统设计的功力，文档只不过记录设计的载体。不要说我在写文档，公司里有规范，我必须得写，硬生生凑一堆没有生气的死板的文档出来，这个文档都不好好写，就是满足公司的规范。

你绝对是不可能成为一个架构师的，我这次讲解的这些流程，都是架构师必须要掌握的东西。而且大家要理解你做的每件事情背后的意义。

实现类图的设计，我们之前做了一点简化，就是对于那些CRUD相关的，或者是业务逻辑相关的类，我们都没有去设计对应的类图。这个在实际的应用中，是可以接受的，哪怕是在公司的实际工作环境中，这个是ok的。controller -> service -> dao -> mapper。

但是我们对那些重要的实现类图，体现出有一定面向对象设计含量的，和设计模式运用含量的相关的东西，我们都给出了实现了类图

我们通常而言，建议说，对于CRUD，也可以设计类图，只不过是设计简单类图。但凡有一定复杂程度的业务流程和业务场景，建议给出详细的面向对象的设计类图；只要能用设计模式的，就给出设计模式的实现类图。

4、运行流程

实现类图和运行流程，是我在详细设计里面，最最最最重视的两块东西

很多同学之前做详细设计，可能主要就是做数据库设计，接口设计 -> 恰恰相反，我不觉得这两块会有很大的问题，数据库设计和接口设计，重要 -> 这两块一般来说不是系统设计真正出问题的一个重灾区

哪怕你手下的小弟写的有问题，数据库表设计的一塌糊涂，接口设计的一塌糊涂；一般来说都能给指正出来，让他去修改的

很多公司，很多团队，尤其是一些中小型公司，创业型公司，流程和规范不完善的公司，他们做详细设计文档，只写数据库设计和接口设计 -> 类设计，运行流程的设计，基本是泛泛而过，或者根本就不做

实现类图不设计，代码是一坨屎 -> 运行流程不设计，你的小弟的详细设计文档就是对你来说是个黑盒，你根本不知道他要写哪些类，这些类之间的协作和运行流程是什么 -> 可能会导致最后你的小弟写出来的代码跟你想象的不太一样

运行流程不设计好的话，那么你作为一个架构师，根本是无法把控你的系统

哪怕你的概要设计做的再好，根本没法落地，到你的小弟落地的时候，写一坨屎出来，最后功能可以跑通，但是他那个可悲的代码，完全没有办法呗别人理解。甚至可能他写出来的业务流程是错的。直到你集成测试，code review的时候，才会去发现。

对那些重要的，复杂的流程，我要求必须是要活动图

对于一些不复杂的流程，可以手写文字版本的运行流程就可以了

但是对于一些核心的，复杂的，重要的业务流程，我们需要去画活动图，通过活动图体现出来一个正确的，清晰的系统运行的流程

5、详细设计的重要性总结

重中之重，一句话，你务必确保说，你作为一个架构师，看了你手下的小弟设计出来的详细设计文档，连你都知道怎么写代码，可能那个代码不用你去写，但是你看着这个文档，绝对知道怎么去写这个代码

做到这个程度，详细设计文档就成功了853769620